Министерство науки и высшего образования Российской Федерации

Федеральное государственное бюджетное образовательное учреждение

высшего образования

**«КУБАНСКИЙ ГОСУДАРСТВЕННЫЙ УНИВЕРСИТЕТ»**

**(ФГБОУ ВО «КубГУ»)**

**Факультет компьютерных технологий и прикладной математики**

**Кафедра вычислительных технологий**

**ЛАБОРАТОРНАЯ РАБОТА №5**

**Дисциплина: Приложение нейросетевых алгоритмов**

Работу выполнил: \_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_ А. А. Иванов

Направление подготовки: 02.03.03 Математическое обеспечение и администрирование информационных систем

Преподаватель: \_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_ В. И. Шиян

**Цель работы**

Получение знаний и практических навыков построения однослойных нейронных сетей.

**Задание**

Требуется разработать алгоритмы и программы решения задач 1-2 на языке Python без использования специализированных библиотек.

**Описание решения**

*Задача: рекуррентная сеть Хопфилда.*

Для решения данной задачи была использована библиотека numpy. Сам код задачи включает в себя класс Hopfield\_Network, который содержит все функции: \_\_init\_\_ создаёт объект нейронной сети, задаёт количество нейронов и инициализирует пустые веса (заполненные нулями); train() тренирует нейросеть следующим способом: на вход подаётся список «чистых» примеров, где каждый пример представлен матрицей 10х10. Далее, каждый пример прибавляется к общей матрице весов, и после добавления всех элементов диагональ заполняется нулями (это нужно для того, чтобы нейроны не активировали сами себя); recall() восстанавливает «шумное» изображение по матрице весов: задаётся предел итераций (100), на каждой итерации пример умножается на матрицу весов, и результат пропускается через сигмоидальную функцию активации. Если новый полученный пример идентичен прошлому – функция его возвращает, иначе продолжает пытаться его восстановить пока не закончатся итерации.

Алгоритм работы программы следующий:

- на вход сети подаются «чистые» примеры, на которых она обучается;

- далее, сети подаются по одному «шумные» примеры, которые она пытается восстановить;

- после восстановления сеть возвращает новый пример, который сравнивается с изначальным «чистым» для подсчёта точности.

**Реализация программы на языке Python**

import numpy as np

class HopfieldNetwork:

    def \_\_init\_\_(*self*, *num\_neurons*: int) -> None:

        """

        Функция, которая инициализирует нейронную сеть в виде матрицы весов нейронов

        Args: num\_neurons - число нейронов в сети

        Return: отсутствует

        """

*self*.num\_neurons = *num\_neurons*

*self*.weights = np.zeros((*self*.num\_neurons, *self*.num\_neurons))

    def train(*self*, *patterns*: list[list[list], list[list]]) -> None:

        """

        Функция, которая обучает нейроны на базовых "чистых" примерах

        Args: patterns - список матриц

        Return: отсутствует

        """

        for pattern in *patterns*:

            pattern = np.array(pattern)

*self*.weights += pattern

*#устанавливаем 0 по диагонали, чтобы нейроны как-то там сами себя не активировали*

            np.fill\_diagonal(*self*.weights, 0)

    def recall(*self*, *pattern*: list, *max\_iter*=100) -> list:

        """

        Функция, которая пытается восстановить полученный паттерн

        Args: pattern - строка матрицы, max\_iter - максимально допустимое число итераций

        Return: последний полученный паттерн (под таким паттерном имеется в виду либо тот, который совпал с изначальным, либо полученный на 100 итерации)

        """

*pattern* = np.array(*pattern*)

        for \_ in range(*max\_iter*):

            new\_pattern = np.sign(np.dot(*pattern*, *self*.weights))

            if np.array\_equal(new\_pattern, *pattern*):

                return new\_pattern

*pattern* = new\_pattern

        return *pattern*

*#1 пример - собака, 2-5 - одна и та же буква И (нужно для корректной работы алгоритма сравнения, лучше не придумал)*

examples = [[[1, 1, 1, 1, 1, -1, 1, 1, 1, 1],

            [-1, 1, 1, 1, 1, -1, 1, 1, 1, 1],

            [-1, 1, 1, 1, 1, -1, -1, 1, 1, 1,],

            [-1, 1, 1, 1, 1, -1, -1, -1, -1, 1],

            [1, -1, -1, -1, -1, -1, -1, -1, -1, 1],

            [1, -1, -1, -1, -1, -1, -1, -1, -1, 1],

            [1, -1, -1, -1, -1, 1, 1, 1, 1, 1],

            [1, -1, 1, 1, -1, 1, 1, 1, 1, 1],

            [1, -1, 1, 1, -1, 1, 1, 1, 1, 1],

            [1, -1, -1, 1, -1, -1, 1, 1, 1, 1]],

            [[-1, -1, 1, 1, 1, 1, 1, -1, -1, -1],

             [-1, -1, 1, 1, 1, 1, -1, -1, -1, -1],

             [-1, -1, 1, 1, 1, 1, -1, -1, -1, -1],

             [-1, -1, 1, 1, 1, -1, -1, 1, -1, -1],

             [-1, -1, 1, 1, -1, -1, 1, 1, -1, -1],

             [-1, -1, 1, 1, -1, -1, 1, 1, -1, -1],

             [-1, -1, 1, -1, -1, 1, 1, 1, -1, -1],

             [-1, -1, -1, -1, -1, 1, 1, 1, -1, -1],

             [-1, -1, -1, -1, 1, 1, 1, 1, -1, -1],

             [-1, -1, -1, 1, 1, 1, 1, 1, -1, -1]],

             [[-1, -1, 1, 1, 1, 1, 1, -1, -1, -1],

             [-1, -1, 1, 1, 1, 1, -1, -1, -1, -1],

             [-1, -1, 1, 1, 1, 1, -1, -1, -1, -1],

             [-1, -1, 1, 1, 1, -1, -1, 1, -1, -1],

             [-1, -1, 1, 1, -1, -1, 1, 1, -1, -1],

             [-1, -1, 1, 1, -1, -1, 1, 1, -1, -1],

             [-1, -1, 1, -1, -1, 1, 1, 1, -1, -1],

             [-1, -1, -1, -1, -1, 1, 1, 1, -1, -1],

             [-1, -1, -1, -1, 1, 1, 1, 1, -1, -1],

             [-1, -1, -1, 1, 1, 1, 1, 1, -1, -1]],

             [[-1, -1, 1, 1, 1, 1, 1, -1, -1, -1],

             [-1, -1, 1, 1, 1, 1, -1, -1, -1, -1],

             [-1, -1, 1, 1, 1, 1, -1, -1, -1, -1],

             [-1, -1, 1, 1, 1, -1, -1, 1, -1, -1],

             [-1, -1, 1, 1, -1, -1, 1, 1, -1, -1],

             [-1, -1, 1, 1, -1, -1, 1, 1, -1, -1],

             [-1, -1, 1, -1, -1, 1, 1, 1, -1, -1],

             [-1, -1, -1, -1, -1, 1, 1, 1, -1, -1],

             [-1, -1, -1, -1, 1, 1, 1, 1, -1, -1],

             [-1, -1, -1, 1, 1, 1, 1, 1, -1, -1]],

             [[-1, -1, 1, 1, 1, 1, 1, -1, -1, -1],

             [-1, -1, 1, 1, 1, 1, -1, -1, -1, -1],

             [-1, -1, 1, 1, 1, 1, -1, -1, -1, -1],

             [-1, -1, 1, 1, 1, -1, -1, 1, -1, -1],

             [-1, -1, 1, 1, -1, -1, 1, 1, -1, -1],

             [-1, -1, 1, 1, -1, -1, 1, 1, -1, -1],

             [-1, -1, 1, -1, -1, 1, 1, 1, -1, -1],

             [-1, -1, -1, -1, -1, 1, 1, 1, -1, -1],

             [-1, -1, -1, -1, 1, 1, 1, 1, -1, -1],

             [-1, -1, -1, 1, 1, 1, 1, 1, -1, -1]]]

*#1 пример - "шумная" собака, 2-5 - разные варианты "шумной" буквы И*

examples\_with\_noise = [[[1, 1, 1, 1, 1, -1, 1, -1, 1, 1],

                        [-1, 1, 1, 1, 1, -1, 1, 1, 1, 1],

                        [-1, 1, 1, 1, 1, -1, -1, 1, 1, 1],

                        [-1, 1, 1, -1, 1, -1, -1, -1, -1, 1],

                        [1, -1, -1, -1, -1, -1, -1, -1, -1, 1],

                        [1, -1, -1, -1, -1, -1, -1, -1, -1, 1],

                        [1, 1, -1, -1, -1, 1, 1, 1, 1, -1],

                        [1, -1, 1, -1, -1, 1, 1, 1, 1, 1],

                        [1, -1, 1, 1, -1, 1, 1, 1, 1, 1],

                        [1, -1, -1, 1, -1, -1, 1, 1, 1, 1]],

                       [[-1, -1, 1, 1, 1, 1, 1, -1, -1, -1],

                        [-1, -1, 1, 1, 1, 1, -1, 1, -1, -1],

                        [-1, 1, 1, -1, 1, 1, -1, -1, -1, 1],

                        [-1, -1, -1, 1, 1, -1, -1, 1, -1, -1],

                        [-1, -1, 1, 1, -1, -1, 1, 1, -1, -1],

                        [-1, -1, 1, 1, -1, -1, 1, 1, -1, -1],

                        [-1, -1, -1, -1, -1, -1, 1, 1, -1, -1],

                        [-1, -1, -1, -1, -1, 1, 1, 1, 1, -1],

                        [-1, -1, -1, 1, -1, 1, 1, 1, -1, -1],

                        [-1, -1, -1, 1, 1, 1, 1, 1, -1, -1]],

                       [[-1, 1, 1, 1, 1, 1, 1, -1, -1, -1],

                        [1, -1, 1, 1, 1, 1, -1, 1, -1, -1],

                        [-1, 1, -1, 1, 1, -1, -1, -1, -1, -1],

                        [-1, -1, 1, -1, 1, -1, 1, 1, -1, 1],

                        [-1, -1, 1, -1, 1, -1, 1, 1, -1, -1],

                        [1, -1, -1, 1, -1, -1, -1, 1, -1, -1],

                        [-1, -1, 1, -1, -1, 1, 1, 1, -1, -1],

                        [-1, -1, -1, -1, -1, 1, 1, 1, -1, -1],

                        [-1, -1, -1, -1, 1, -1, -1, 1, -1, 1],

                        [-1, -1, -1, 1, -1, 1, 1, 1, 1, -1]],

                       [[-1, -1, -1, 1, -1, 1, 1, -1, -1, -1],

                        [-1, -1, 1, -1, 1, 1, -1, -1, -1, -1],

                        [1, 1, 1, 1, 1, -1, -1, -1, -1, -1],

                        [-1, 1, 1, 1, -1, 1, -1, 1, -1, 1],

                        [-1, -1, 1, 1, 1, -1, 1, -1, -1, 1],

                        [1, 1, 1, 1, -1, -1, 1, 1, 1, 1],

                        [1, 1, 1, -1, -1, -1, 1, 1, -1, -1],

                        [-1, 1, 1, -1, 1, 1, -1, -1, -1, -1],

                        [-1, 1, -1, 1, 1, 1, 1, 1, -1, -1],

                        [-1, 1, 1, 1, 1, 1, 1, 1, 1, -1]],

                       [[-1, -1, 1, 1, -1, -1, -1, 1, -1, -1],

                        [1, 1, 1, -1, 1, -1, -1, 1, 1, -1],

                        [1, 1, 1, -1, -1, 1, 1, -1, -1, -1],

                        [-1, 1, 1, 1, 1, 1, -1, 1, 1, -1],

                        [-1, -1, 1, 1, -1, -1, 1, 1, 1, -1],

                        [1, -1, 1, 1, -1, -1, -1, -1, -1, 1],

                        [-1, 1, -1, -1, 1, 1, -1, -1, -1, -1],

                        [-1, -1, -1, -1, 1, 1, 1, -1, -1, -1],

                        [1, 1, -1, -1, 1, 1, -1, 1, 1, -1],

                        [1, 1, -1, -1, 1, 1, 1, -1, 1, 1]]]

network = HopfieldNetwork(*num\_neurons*=10)

network.train(examples)

*#проверка работы на "зашумленных" примерах*

for i, example in enumerate(examples\_with\_noise):

    total\_matches = 0

    print("Шумный пример ", i+1)

    for j, noisy\_pattern in enumerate(example):

*#восстановленный паттерн*

        recalled\_pattern = network.recall(noisy\_pattern)

        print("Восстановленный паттерн: ", recalled\_pattern)

        for k in range(len(recalled\_pattern)):

*#проверяем совпадения*

            if recalled\_pattern[k] == examples[i][j][k]:

                total\_matches += 1

    print(f"Итоговая точность: {total\_matches}%")

    print()

**Пример запусков и выводы программы**
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*Задача: рекуррентная сеть Хэмминга.*

Для решения данной задачи была использована библиотека numpy. Сам код программы состоит из класса Hamming\_Network, который реализует все основные функции, функции euclid\_norm() и общего блока.

Функция euclid\_norm() принимает 2 вектора, находит их норму по отдельности, а затем находит норму между двумя векторами (таким подходом исключается ошибка несовпадения длин векторов). Класс Hamming\_Network включает: \_\_init\_\_() создаёт объект нейронной сети и задаёт пустые слои нейронов; функция init\_basic\_mat() заполняет матрицу нейронов первого слоя через входные примеры, а потом заполняет матрицу нейронов второго (скрытого) слоя через матрицу первого слоя; fun\_activation() реализует линейную пороговую функцию активации; calculate\_outputs\_w1() выполняет подсчёт выходов первого слоя нейронной сети; calculate\_outputs\_w2() выполняет подсчёт выходов второго слоя сети, который и является результатом работы сети.

Алгоритм работы программы следующий:

- создаётся объект нейронной сети;

- выполняется обучение сети на «чистых» примерах;

- выполняется подсчёт выходов первого слоя через «шумные» примеры;

- выполняется восстановление шумных примеров через выходы первого слоя;

- выводится результат работы сети.

**Реализация программы на языке Python**

import numpy as np

def euclid\_norm(*y\_new*: list[float], *y\_previous*: list[float]) -> float:

    """

    Вспомогательная функция которая считает евклидову норму между векторами

    Args: y\_new и y\_previous - 2 вектора

    Return: норма между векторами

    """

    norm\_new = np.linalg.norm(*y\_new*)

    norm\_previous = np.linalg.norm(*y\_previous*)

    return np.linalg.norm([norm\_new], [norm\_previous])

class Hamming\_Network:

    def \_\_init\_\_(*self*) -> None:

        """

        Функция, которая инициализирует слои сети

        Args: отсутствуют

        Return: отсутствует

        """

*self*.w1 = [[0 for \_ in range(49)] for \_ in range(10)]

*self*.w2 = [[0 for \_ in range(10)] for \_ in range(10)]

*self*.w3 = 0

    def init\_basic\_mat(*self*, *examples*: list[list[list[int]]]) -> None:

        """

        Функция, которая заполняет матрицы первого и второго слоя нейронов

        Args: examples - список примеров, каждый их которых - матрица 7х7

        Return: отсутствует

        """

*#заполняем матрицу первого слоя*

        for example in *examples*:

*#переводим пример из 7х7 в 1х49*

            example = np.array(example).reshape(-1,).tolist()

*#в методичке предлагается делать так, а на сайте, с которого была взята информация, второй вариант*

            for i in range(len(*self*.w1)):

*self*.w1[i] = example

*#print(self.w1[i])*

            """ for i in range(len(self.w1)):

                for j in range(len(self.w1[i])):

                    self.w1[i][j] = 1/2 \* example[j]

                #print(self.w1[i]) """

*#заполняем матрицу второго слоя*

        for i in range(len(*self*.w2)):

            for j in range(len(*self*.w2[i])):

                if i == j:

*self*.w2[i][j] = 1

                else:

*#в методичке предлагается делать так, а на сайте, с которого была взята информация, второй вариант (хотя тут второй вариант какой-то непонятный)*

*#создаём случайное малое число от 0 до 1 (по умолчанию создаётся матрица 1х1, так что указываем сам элемент [0][0])*

                    epsilon = np.random.rand(1, 1)[0][0]

*self*.w2[i][j] = -(1 / 9) + epsilon

                    """ self.w2[i][j] = -epsilon """

*#print(self.w2[i])*

    def fun\_activation(*self*, *y*: float) -> float:

        """

        Функция, которая реализует линейную пороговую функцию активации

        Args: y - входное значение

        Return: значение функции активации

        """

*#в методичке предлагается делать так, а на сайте, с которого была взята информация, второй вариант*

        return *y* if *y* >= 0 else 0

        """ t = 49/2

        if y < 0: return 0

        elif 0 < y <= t: return y

        else: return t """

    def calculate\_outputs\_w1(*self*, *examples\_with\_noise*: list[list[list[int]]]) -> list[float]:

        """

        Функция, которая считает состояния и выходы первого слоя нейронов

        Args: examples\_with\_noises - список шумных примеров в виде матриц 7х7

        Return: список выходов нейронов

        """

*#рассчитываем состояния*

        states = []

*#тут чё-то ругалось на for i in range(len(examples\_with\_noise)): example = np.array(examples\_with\_noise[i]).reshape(-1,).tolist()*

        for i, example in enumerate(range(len(*examples\_with\_noise*))):

*#в методичке используется синтаксис sum\_1\_to\_49(x^t\_i \* x\_i), где t (скорее всего) от 1 до p (т.е. 10), но сам пример имеет длину 49, так что костылим*

            example = np.array(example).reshape(-1,).tolist()

            tmp\_avg\_sum\_w = sum(*self*.w2[i]) / len(*self*.w2[i])

            tmp\_sum = 0

            for j in range(len(example)):

                tmp\_sum += example[j] \* tmp\_avg\_sum\_w

            y = 1 - ((1/2 \* (49 - tmp\_sum)) / 49)

            states.append(y)

*#рассчитываем выходы*

        results = []

        for i in range(len(states)):

            results.append(*self*.fun\_activation(states[i]))

*#print(results)*

        return results

    def calculate\_outputs\_w2(*self*, *outputs\_w1*: list[float], *examples\_with\_noise*: list[list[int]], *max\_iter*=100, *e*=0.1) -> list[int]:

        """

        Функция, которая считает выходы второго слоя нейронов

        Args: outputs\_w1 - выходы первого слоя нейронов; examples\_with\_noise - список шумных примеров; max\_iter - s - максимальное кол-во итераций; e - норма разности векторов

        Return: список выходов нейронов

        """

        result = []

        for i, example in enumerate(*examples\_with\_noise*):

*#y\_previous = np.array(example).reshape(-1,).tolist()*

            y\_previous = *outputs\_w1*

            tmp\_avg\_sum\_w = sum(*self*.w2[i]) / len(*self*.w2[i])

            for \_ in range(*max\_iter*):

                tmp\_sum = 0

                for j in range(len([y\_previous])):

*#после первой итерации y\_previous перестаёт быть списком и становится числом*

                    try:

                        tmp\_sum += y\_previous[j] \* tmp\_avg\_sum\_w

                    except:

                        tmp\_sum = y\_previous \* tmp\_avg\_sum\_w

                y\_new = *self*.fun\_activation(tmp\_sum)

*#y\_new оборачивается в массив чтобы не было ошибки object numpy.float64 has no len()*

                if euclid\_norm([y\_new], y\_previous) <= *e*:

                    result.append(y\_new)

                    break

*#конвертируем y\_new в список, чтобы не было проблем с атрибутом len()*

                y\_previous = y\_new.tolist()

*#проверка (если закончились итерации, а в массиве на 1 меньше элементов - добавляем)*

            if (len(result) < i + 1):

                result.append(y\_new)

*#создаём и заполняем списки для каждого примера*

        all\_result = [[0 for \_ in range(10)] for \_ in range(10)]

        for i in range(len(result)):

*#округляем каждый полученный индекс до ближайшего целого*

            tmp\_res = (result[i].round(2) \* 100).round(1)

*#заполняем соответствующий примеру список единицей на указанной позиции*

            all\_result[i][int(tmp\_res) - 1] = 1

*#return result*

        return all\_result

*#тестовые примеры с шумом (максимально странные примеры в выборке, конечно...)*

examples\_with\_noise = [[[1, 1, 1, 1, 1, 1, 1],

                        [1, -1, -1, -1, -1, -1, 1],

                        [1, -1, 1, 1, 1, 1, 1],

                        [1, -1, -1, -1, -1, -1, 1],

                        [1, -1, 1, 1, 1, -1, 1],

                        [1, -1, -1, -1, -1, -1, 1],

                        [1, 1, 1, 1, 1, 1, 1]],

                       [[1, 1, 1, 1, 1, -1, -1],

                        [1, 1, 1, -1, 1, 1, 1],

                        [1, 1, 1, -1, 1, -1, 1],

                        [1, 1, 1, -1, 1, 1, -1],

                        [1, 1, 1, -1, -1, 1, 1, ],

                        [1, 1, 1, -1, 1, 1, 1],

                        [1, 1, 1, 1, 1, 1, 1]],

                       [[1, 1, 1, 1, 1, 1, 1],

                        [1, -1, -1, -1, -1, -1, -1],

                        [1, 1, -1, 1, 1, -1, 1],

                        [-1, -1, -1, -1, -1, -1, 1],

                        [1, 1, 1, 1, 1, 1, 1],

                        [1, -1, -1, -1, -1, -1, 1],

                        [1, 1, 1, 1, 1, 1, 1]],

                       [[1, 1, -1, 1, 1, 1, 1],

                        [1, -1, -1, -1, -1, -1, 1],

                        [1, 1, 1, 1, 1, -1, 1],

                        [1, 1, -1, -1, -1, 1, 1],

                        [1, -1, 1, 1, 1, -1, 1],

                        [1, -1, -1, -1, -1, -1, 1],

                        [1, 1, 1, 1, -1, 1, 1]],

                       [[1, 1, 1, 1, 1, 1, 1],

                        [1, -1, 1, -1, -1, 1, 1],

                        [1, 1, -1, 1, -1, 1, 1],

                        [1, -1, 1, 1, -1, -1, 1],

                        [1, -1, -1, -1, -1, 1, 1],

                        [1, 1, 1, 1, -1, -1, 1],

                        [1, 1, 1, 1, 1, -1, 1]],

                       [[1, -1, 1, 1, 1, 1, 1],

                        [1, -1, -1, -1, -1, -1, 1],

                        [1, -1, -1, 1, 1, 1, -1],

                        [1, -1, -1, -1, -1, -1, 1],

                        [1, 1, 1, 1, 1, -1, -1],

                        [1, -1, -1, -1, -1, -1, 1],

                        [1, 1, 1, 1, 1, 1, 1]],

                       [[1, 1, 1, 1, 1, 1, 1],

                        [1, -1, -1, -1, -1, -1, 1],

                        [1, 1, 1, 1, 1, 1, 1],

                        [1, -1, -1, -1, -1, -1, -1],

                        [1, 1, 1, 1, 1, -1, 1],

                        [1, -1, 1, -1, -1, -1, 1],

                        [1, 1, 1, 1, 1, -1, 1]],

                       [[1, 1, -1, 1, 1, 1, 1, ],

                        [1, -1, -1, -1, -1, -1, 1],

                        [1, -1, 1, 1, -1, -1, 1],

                        [1, 1, 1, -1, 1, 1, 1],

                        [1, 1, 1, -1, 1, 1, 1],

                        [1, 1, 1, -1, 1, -1, 1],

                        [1, 1, 1, 1, -1, 1, 1]],

                       [[1, 1, 1, 1, 1, 1, 1],

                        [1, -1, -1, -1, -1, -1, 1],

                        [-1, -1, 1, 1, 1, -1, 1],

                        [-1, 1, -1, -1, 1, 1, -1],

                        [1, -1, 1, 1, -1, -1, 1],

                        [1, -1, -1, -1, -1, -1, 1],

                        [1, 1, 1, 1, 1, 1, 1]],

                       [[1, 1, 1, 1, 1, 1, 1],

                        [1, -1, -1, -1, -1, 1, 1],

                        [1, -1, 1, 1, 1, -1, 1],

                        [1, -1, -1, -1, -1, 1, 1],

                        [1, 1, 1, 1, 1, -1, -1],

                        [1, -1, -1, 1, -1, 1, 1],

                        [1, 1, 1, 1, 1, 1, 1]]]

*#"чистые" примеры*

examples = [[[1, 1, 1, 1, 1, 1, 1],

             [1, -1, -1, -1, -1, -1, 1],

             [1, -1, 1, 1, 1, 1, 1],

             [1, -1, -1, -1, -1, -1, 1],

             [1, -1, 1, 1, 1, -1, 1],

             [1, -1, -1, -1, -1, -1, 1],

             [1, 1, 1, 1, 1, 1, 1]],

            [[1, 1, 1, 1, 1, 1, 1],

             [1, 1, 1, -1, 1, 1, 1],

             [1, 1, 1, -1, 1, 1, 1],

             [1, 1, 1, -1, 1, 1, 1],

             [1, 1, 1, -1, 1, 1, 1],

             [1, 1, 1, -1, 1, 1, 1],

             [1, 1, 1, 1, 1, 1, 1]],

            [[1, 1, 1, 1, 1, 1, 1],

             [1, -1, -1, -1, -1, -1, 1],

             [1, 1, 1, 1, 1, -1, 1],

             [1, -1, -1, -1, -1, -1, 1],

             [1, -1, 1, 1, 1, 1, 1],

             [1, -1, -1, -1, -1, -1, 1],

             [1, 1, 1, 1, 1, 1, 1]],

            [[1, 1, 1, 1, 1, 1, 1],

             [1, -1, -1, -1, -1, -1, 1],

             [1, -1, 1, 1, 1, -1, 1],

             [1, 1, -1, -1, -1, 1, 1],

             [1, -1, 1, 1, 1, -1, 1],

             [1, -1, -1, -1, -1, -1, 1],

             [1, 1, 1, 1, 1, 1, 1]],

            [[1, 1, 1, 1, 1, 1, 1],

             [1, 1, 1, -1, -1, 1, 1],

             [1, 1, -1, 1, -1, 1, 1],

             [1, -1, 1, 1, -1, 1, 1],

             [1, -1, -1, -1, -1, -1, 1],

             [1, 1, 1, 1, -1, 1, 1],

             [1, 1, 1, 1, 1, 1, 1]],

            [[1, 1, 1, 1, 1, 1, 1],

             [1, -1, -1, -1, -1, -1, 1],

             [1, -1, 1, 1, 1, 1, 1],

             [1, -1, -1, -1, -1, -1, 1],

             [1, 1, 1, 1, 1, -1, 1],

             [1, -1, -1, -1, -1, -1, 1],

             [1, 1, 1, 1, 1, 1, 1]],

            [[1, 1, 1, 1, 1, 1, 1],

             [1, -1, -1, -1, -1, -1, 1],

             [1, -1, 1, 1, 1, 1, 1],

             [1, -1, -1, -1, -1, -1, 1],

             [1, 1, 1, 1, 1, -1, 1],

             [1, -1, -1, -1, -1, -1, 1],

             [1, 1, 1, 1, 1, 1, 1]],

            [[1, 1, 1, 1, 1, 1, 1],

             [1, -1, -1, -1, -1, -1, 1],

             [1, 1, 1, 1, 1, -1, 1],

             [1, 1, 1, 1, -1, 1, 1],

             [1, 1, 1, -1, 1, 1, 1],

             [1, 1, 1, -1, 1, 1, 1],

             [1, 1, 1, 1, 1, 1, 1]],

            [[1, 1, 1, 1, 1, 1, 1],

             [1, -1, -1, -1, -1, -1, 1],

             [1, -1, 1, 1, 1, -1, 1],

             [1, 1, -1, -1, -1, 1, 1],

             [1, -1, 1, 1, 1, -1, 1],

             [1, -1, -1, -1, -1, -1, 1],

             [1, 1, 1, 1, 1, 1, 1]],

            [[1, 1, 1, 1, 1, 1, 1],

             [1, -1, -1, -1, -1, -1, 1],

             [1, -1, 1, 1, 1, -1, 1],

             [1, -1, -1, -1, -1, -1, 1],

             [1, 1, 1, 1, 1, -1, 1],

             [1, -1, -1, -1, -1, -1, 1],

             [1, 1, 1, 1, 1, 1, 1]]]

network = Hamming\_Network()

network.init\_basic\_mat(examples)

outputs\_w1 = network.calculate\_outputs\_w1(examples\_with\_noise)

answers = network.calculate\_outputs\_w2(outputs\_w1, examples\_with\_noise)

print(answers)

**Примеры запусков и выводы программы**

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAABkQAAAAnCAYAAABexiQFAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAAArJSURBVHhe7d3Ba1zlGsfxp7oQhNQMlKqVmDoaKFjaYOsFqYlUYSwuhVChy2JJodsIDQSEQApmKwh2fRfSf0DTRSG1CKIQKiWLezs1ycKdc+lsCgq9ZzInbVMzv/c45zzOeed8P1DaOSPfaZ7zvofW08zsO3L05EMDAAAAAAAAAAAYYs+kPwMAAAAAAAAAAAwtbogAAAAAAAAAAIChxw0RAAAAAAAAAAAw9IKfIXL47IKdP74/fXTfbl9dtGv30oeJ0PMABqVuM5cv2rGR9GF7zRau/Dt9UAz2P1BW7H+gutj/QHWx/4HqYv8D1cX+/7uy3RCpN3sOMvT81OyyNV5NH9iGrcx/aTfTR0Wgr9EP2blo+GzmsswntE/7xf7Px7tflfXdr6r02f/9oa9597l+aVn77P/+0Ne8++x/LWuf/d8f+hr9kHJcv9j//aGv0de8+1mvL8O6/4vm+pZZnWE1amu2MD+3/WNlc9wal8+lz+ZHX6Mf8No5+2wp6TU30gPFin4+ObH+NPfzx/qW6Ptivhr9AK5fkvv8c2K+Gv0A9r/kPv+cmK9GX4u9H/v1Ky/Wh0Zfox/gfH3Jy/3rd+B4Q+S0NY7vt61bj+8c3fxuzdojk3ZhOj2QC32Nvla3mU9q9sP8ol37LT1UqNjnkxfrT/Pus741+r6Yr0Zf4/qleffzYr4afY39r3n382K+Gn0t9n7s16+8WB8afY2+5n19ycv76/fhd0Nk+k0bsw1bX00fJ6Y+nLTO25mNvlzvHsiDvkY/oGnXrjh++1b088mJ9ae5nz/Wt0TfF/PV6Adw/ZLc558T89XoB7D/Jff558R8Nfpa7P3Yr195sT40+hr9AOfrS17uX78P17fMsnYrPWGn7cLSsr3T+spWNs1GauPbR3Ojr9EfrKrPh/Wnlf38hTB/rerrh/lq9AeL+ftivhr9wWL+vpivRl+Lve+t7L9/1odGX6Mftwi/ft8bIonD05dscelda12dsy++aW4fa7eKe88z+hr9war6fFh/WtnPXwjz16q+fpivRn+wmL8v5qvRHyzm74v5avS12Pveyv77Z31o9DX6cYvt6/e9ITIyaedPtWyh8z5n259+X7eXatvPFIO+Rn+wqj4f1p9W9vMXwvy1qq8f5qvRHyzm74v5avQHi/n7Yr4afS32vrey//5ZHxp9jX7cIvz6/W6IrN6xreSnJz9UxWzcaiP37d6P3TtFudDX6A9W1efD+tPKfv5CmL9W9fXDfDX6g8X8fTFfjf5gMX9fzFejr8Xe91b23z/rQ6Ov0Y9bpF+/43eI3LD1TbOxM5dsKj0yNfuRjbWb6d2iHd33F1tcevzfZUNfo1+M2OcT4jU/1p/m3c+K+Q93P6Tf1w/h/Gn0i8H8dT/E6/xUZb70ffpZMX/dD/E6P1WZL336eXj//kO8vj7Wh0Zfo//P8Hr9WL7+3Z49cPDQ5+mv9zR69D17q9ayG9//kh7ZTT2/+dN1+3NixhofN+z9Dxr2+jNrtnDlyTtGHb/a8xPJcy+M2sEDd+3WnVZ6PIy+Rl+bml22TzvtN0aTR8/Ziye6rzPxx3X7+dHb3MU+n67e+7T/1+9g/5e3X431TV/3u9j/9GPrc/3SsvW72P/0Y+uz/7Vs/S72P336u3n3y3H96mL/06e/W+z9bNeXrmHc/x72HTl68mH66z0dPrtg5+vNPb6QrtDzmXQ+eOXMuG19O2dfr6bHikRfo6/F3k/IfZrj9dn/Cfoafc27n2D/0++JvhZ7P8H+p98TfS32foL9T78n+lrs/QT7n35P9LXY+4lK7/+/wfdD1TOp28yp8eTnDVt3GQZ9jb4Wez9k2F+fvkZfi70fMuyvT1+jr8XeDxn216ev0ddi74cM++vT1+hrsfdDhv316Wv0tdj7IVV//d2yfYfI8f3po/t2++rOJ8Z3hZ6X0jtD1t7rW2kKQF+jr8Xe71xsLl+0YyPpw6dfp4DXZ//T74m+5t1n/9NX6Gux99n/9BX6Wux99j99hb4We5/9T1+hr8Xer/r+70PwhggAAAAAAAAAAEDsSvCWWQAAAAAAAAAAAL64IQIAAAAAAAAAAIYeN0QAAAAAAAAAAMDQ4zNEgL4FPrSoALk+tAiAI/Y/UF3sf6C6Qvvf//oAAACAfII3RKZml63xavrANmxl/ku7mT4qAn0t9v7jvxT4/GW+LPPZ/h8X9abP/xARXdaf5t2vyvruV1X67P/+0A/h+qKUpc/+7w99jb7m3c96/Q3tU6/rAwAAAPKRb5nV+UNco7ZmC/Nz2z9WNsetcflc+mx+9LXY+/baOftsKek1N9IDxYp+Pjmx/jT388f6luj7Yr5a9OuD64sU/fnNiflq9DX6Ac7XXwAAAAyeuCFy2hrH99vWrcf/ouXmd2vWHpm0C9PpgVzoa7H36zbzSc1+mF+0a7+lhwoV+3zyYv1p3n3Wt0bfF/PVYu9zfdFi7+fFfDX6Gn3N+/oLAACAMuh9Q2T6TRuzDVtfTR8npj6ctM7boY6+XO8eyIO+FnvfmnbtStHfvv6E6OeTE+tPcz9/rG+Jvi/mq0W/Pri+SNGf35yYr0Zfox/gfP0FAABAKci3zLJ2K/0D4Wm7sLRs77S+spVNs5Ha+PbR3Ohrsfe9VX0+rD+t7OcvhPlrVV8/zFer+voIYf5a2c8v89Xoa/QBAABQcfqGSOLw9CVbXHrXWlfn7ItvmtvH2q3i3lOVvhZ731vV58P608p+/kKYv1b19cN8taqvjxDmr5X9/DJfjb5GHwAAAFWmb4iMTNr5Uy1b6LyP6r3Ogbq9VNt+phj0tdj73qo+H9afVvbzF8L8taqvH+arVX19hDB/reznl/lq9DX6AAAAqLjeN0RW79hW8tOTH1pnNm61kft278fuv8TJhb4We99b1efD+tPKfv5CmL9W9fXDfLWqr48Q5q+V/fwyX42+Rh8AAABQ3yFyw9Y3zcbOXLKp9MjU7Ec21m6m/xpnR/f9WxeXHv932dDXYu9nFft8Qrzmx/rTvPtZMf/h7of0+/ohnD8t9n5WzH+w/RCv88/50+hr9AEAADC8/vX2iUc/arXR9OhfPXvg4KHP01//xeZP1+3PiRlrfNyw9z9o2OvPrNnClSf/RU7Hr/b8RPLcC6N28MBdu3WnlR4Po6/F3p+aXbZPO+03OgvwOXvxRPd1Jv64bj8/epvf2OfTNXr0PXur1rIb3/+SHtnR/+t39O6y/kK8+9VY3/R1v4v9T7/oPtcXrRz9LvY/ffq7xd7Pdv3tUvu0I/Q8AAAAivXKK4fSX5n9/nvLHjx4kD7abd+Roycfpr/uX+eD7c6M29a3c/b1anqsSPQ1+pp3P3H47IKdrzf3+AtZIsfry25WnD+NvkY/iP1Pvyf6Wuz9BPuffk/0tdj7idA+LWQfAwAAILPOd4bs+M9/71qr9b/00W76Q9UzqdvMqfHk5w1bd/nDJn2NvubdDxn216ev0ddi74cM++vT1+hrsfdDhv316Wv0tdj7AAAAiFm+7xBJ/+WNtff6VuUC0Nfoa979zl+2Ll+0YyPpw6dfp4DX3/6XZcf3p4/u2+2ri0+9R7LA+dPoa/QD2P/0Bfpa7H32P32FvhZ7P7T/g88DAADAS9bvECnmLbMAAAAAAAAAAAAG4B98yywAAAAAAAAAAIBy44YIAAAAAAAAAAAYcmb/B25IX0BvhUDpAAAAAElFTkSuQmCC)